Week **6 - Experiments based on Lists and its operations.**

1. Write a Python program to Zip two given lists of lists.

Input:

m : row size

n: column size

list1 and list 2 :  Two lists

Output

Zipped List : List which combined both list1 and list2

Sample test case

Sample input

2

2  
1

3

5

7  
2

4

6

8  
Sample Output

[[1, 3, 2, 4], [5, 7, 6, 8]]

PROGRAM:

m=int(input())

n=int(input())

l1=[]

l2=[]

c=1

for I in range(0,m\*n\*2,2):

a=int(input())

b=int(input())

if c%2!=0:

l1.append(a)

l1.append(b)

else:

l2.append(a)

l2.append(b)

c+=1

l3=[]

l3.append(l1)

l3.append(l2)

print(l3)

OUTPUT:
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2. Given an array A of sorted integers and another non negative integer k, find if there exists 2 indices i and j such that A[i] - A[j] = k, i != j.

Input Format

1.      First line is number of test cases T. Following T lines contain:

2.      N, followed by N integers of the array

3.      The non-negative integer k

Output format

Print 1 if such a pair exists and 0 if it doesn’t.

Example

Input

1

3

1

3

5

4

Output:

1

Input

1

3

1

3

5

99

Output

0

PROGRAM:

t=int(input())

for i in range(0,t):

n=int(input())

l=[]

for j in range(0,n):

a=int(input())

l.append(a)

p=int(input())

for k in range(0,n):

c=0

for m in range(i+1,n):

if l[m]-l[k]==p:

c=1

print('1')

break

if c==1:

break

if c==0:

print('0')

OUTPUT:
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3. Write a program to print all the locations at which a particular element (taken as input) is found in a list and also print the total number of times it occurs in the list. The location starts from 1.

For example, if there are 4 elements in the array:

5

6

5

7

If the element to search is 5 then the output will be:

5 is present at location 1

5 is present at location 3

5 is present 2 times in the array.

Sample Test Cases

Test Case 1

Input

4

5

6

5

7

5

Output

5 is present at location 1.

5 is present at location 3.

5 is present 2 times in the array.

PROGRAM:

def find\_element\_locations(arr, element):

locations = []

count = 0

for i, num in enumerate(arr, 1):

if num == element:

locations.append(i)

count += 1

return locations, count

def main():

n = int(input())

arr = [int(input()) for \_ in range(n)]

element = int(input())

locations, count = find\_element\_locations(arr, element)

if count == 0:

print(f"{element} is not present in the array.")

else:

for loc in locations:

print(f"{element} is present at location {loc}.")

print(f"{element} is present {count} times in the array.")

if \_\_name\_\_ == "\_\_main\_\_":

main()

OUTPUT:
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4. Determine the factors of a number (i.e., all positive integer values that evenly divide into a number) and then return the pth element of the list, sorted ascending. If there is no pth element, return 0.

**Example**

n = 20

p = 3

The factors of 20 in ascending order are {1, 2, 4, 5, 10, 20}. Using 1-based indexing, if p = 3, then 4 is returned. If p > 6, 0 would be returned.

**Constraints**

1 ≤ n ≤ 1015

1 ≤ p ≤ 109

The first line contains an integer n, the number to factor.

The second line contains an integer p, the 1-based index of the factor to return.

**Sample Case 0**

**Sample Input 0**

10

3

**Sample Output 0**

5

**Explanation 0**

Factoring n = 10 results in {1, 2, 5, 10}. Return the p = 3rd factor, 5, as the answer.

**Sample Case 1**

**Sample Input 1**

10

5

**Sample Output 1**

0

**Explanation 1**

Factoring n = 10 results in {1, 2, 5, 10}. There are only 4 factors and p = 5, therefore 0 is returned as the answer.

**Sample Case 2**

**Sample Input 2**

1

1

**Sample Output 2**

1

**Explanation 2**

Factoring n = 1 results in {1}. The p = 1st factor of 1 is returned as the answer.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 10  3 | 5 |
| 10  5 | 0 |
| 1  1 | 1 |

PROGRAM:

import math

n = int(input())

p = int(input())

factors = []

for i in range(1, int(math.sqrt(n)) + 1):

if n % i == 0:

factors.append(i)

if i != n // i:

factors.append(n // i)

factors.sort()

if p <= len(factors):

print(factors[p - 1])

else:

print(0)

OUTPUT:

![](data:image/png;base64,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)

5. Given an array of numbers, find the index of the smallest array element (the pivot), for which the sums of all elements to the left and to the right are equal. The array may not be reordered.

Example

arr=[1,2,3,4,6]

·         the sum of the first three elements, 1+2+3=6. The value of the last element is 6.

·         Using zero based indexing, arr[3]=4 is the pivot between the two subarrays.

·         The index of the pivot is 3.

Constraints

·         3 ≤ n ≤ 105

·         1 ≤ arr[i] ≤ 2 × 104, where 0 ≤ i < n

·         It is guaranteed that a solution always exists.

The first line contains an integer n, the size of the array arr.

Each of the next n lines contains an integer, arr[i], where 0 ≤ i < n.

Sample Case 0

Sample Input 0

4

1

2

3

3

Sample Output 0

2

Explanation 0

·         The sum of the first two elements, 1+2=3. The value of the last element is 3.

·         Using zero based indexing, arr[2]=3 is the pivot between the two subarrays.

·         The index of the pivot is 2.

Sample Case 1

Sample Input 1

3

1

2

1

Sample Output 1

1

Explanation 1

·         The first and last elements are equal to 1.

·         Using zero based indexing, arr[1]=2 is the pivot between the two subarrays.

·         The index of the pivot is 1.

**For example:**

| **Input** | **Result** |
| --- | --- |
| 4  1  2  3  3 | 2 |
| 3  1  2  1 | 1 |

PROGRAM:

a = int(input())

b= []

for i in range(a):

element = int(input())

b.append(element)

total= sum(b)

left= 0

right = total- b[0]

if left== right:

print(0)

exit()

for i in range(1, a):

left+= b[i - 1]

right-= b[i]

if left==right:

print(i)

break

OUTPUT:

![](data:image/png;base64,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)

6. Write a Python program to check if a given list is strictly increasing or not. Moreover, If removing only one element from the list results in a strictly increasing list, we still consider the list true

Input:

n : Number of elements

List1: List of values

Output

Print "True" if list is strictly increasing or decreasing else print "False"

Sample Test Case

Input

7

1

2

3

0

4

5

6

Output

True

PROGRAM:

n=int(input(""))

list1=[int(input()) for \_ in range(n)]

def is\_strictly\_increasing(lst):

count=0

for i in range(1, len(lst)):

if lst[i] < lst[i-1]:

count +=1

if count > 1:

return False

if i==1 or lst[i] > lst[i-2]:

continue

elif i<len(lst)-1 and lst[i+1]>lst[i-1]:

continue

else:

return False

return True

def is\_strictly\_decreasing(lst):

reversed\_lst=lst[::-1]

return is\_strictly\_increasing(reversed\_lst)

if is\_strictly\_increasing(list1) or is\_strictly\_decreasing(list1):

print("True")

else:

print("False")

OUTPUT:
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7. Given two lists A and B, and B is an anagram of A. B is an anagram of A means B is made by randomizing the order of the elements in A.

We want to find an *index mapping* P, from A to B. A mapping P[i] = j means the ith element in A appears in B at index j.

These lists A and B may contain duplicates. If there are multiple answers, output any of them.

For example, given

**Input**

5

12 28 46 32 50

50 12 32 46 28

**Output**

1 4 3 2 0

**Explanation**

A = [12, 28, 46, 32, 50]

B = [50, 12, 32, 46, 28]

We should return

[1, 4, 3, 2, 0]

as P[0] = 1 because the 0th element of A appears at B[1], and P[1] = 4 because the 1st element of A appears at B[4], and so on.

**Note:**

1. A, B have equal lengths in range [1, 100].
2. A[i], B[i] are integers in range [0, 10^5].

PROGRAM:

def index\_mapping(A, B):

index\_map = {num: i for i, num in enumerate(B)}

return ' '.join(str(index\_map[num]) for num in A)

n = int(input())

A = list(map(int, input().split()))

B = list(map(int, input().split()))

print(index\_mapping(A, B))

OUTPUT:

![](data:image/png;base64,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)

8. Complete the program to count frequency of each element of an array. Frequency of a particular element will be printed once.

Sample Test Cases

Test Case 1

Input

7

23

45

23

56

45

23

40

Output

23 occurs 3 times

45 occurs 2 times

56 occurs 1 times

40 occurs 1 times

PROGRAM:

n = int(input())

arr = [int(input())for \_ in range(n)]

frequency = {}

for num in arr:

if num in frequency:

frequency[num] += 1

else:

frequency[num] = 1

for num, freq in frequency.items():

print(f"{num} occurs {freq} times")

OUTPUT:

![](data:image/png;base64,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)

9. Output is a merged array without duplicates.

**Input Format**

N1 - no of elements in array 1

Array elements for array 1

N2 - no of elements in array 2

Array elements for array2

**Output Format**

Display the merged array

**Sample Input 1**

5

1

2

3

6

9

4

2

4

5

10

**Sample Output 1**

1 2 3 4 5 6 9 10

PROGRAM:

N1 = int(input())

array1 = [int(input()) for \_ in range(N1)]

N2 = int(input())

array2 = [int(input()) for \_ in range(N2)]

merged\_array = sorted(list(set(array1 + array2)))

print(" ".join(map(str, merged\_array)))

OUTPUT:
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10. Program to print all the distinct elements in an array. Distinct elements are nothing but the unique (non-duplicate) elements present in the given array.

Input Format:

First line take an Integer input from stdin which is array length n.

Second line take n Integers which is inputs of array.

Output Format:

Print the Distinct Elements in Array in single line which is space Separated

Example Input:

5

1

2

2

3

4

Output:

1 2 3 4

Example Input:

6

1

1

2

2

3

3

Output:

1 2 3

**For example:**

| **Input** | **Result** |
| --- | --- |
| 5  1  2  2  3  4 | 1 2 3 4 |
| 6  1  1  2  2  3  3 | 1 2 3 |

PROGRAM:

n=int(input())

array=[]

for x in range(n):

array.append(int(input()))

result=set(array)

print(\*result)

OUTPUT:
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